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ABSTRACT

Open source development projects typically support an open bug repository to which both developers and users can post problems encountered with the software. Developers build all the software artefacts in development. Existing work has studied the social behaviour in software repositories. In one of the most important software repositories, a bug repository, developers create and update bug reports to support software development and maintenance. However, no prior work has considered the priorities of developers in bug repositories. In this paper we address the feature selection and instance selection to reduce the data scale and address the problem of data reduction. the assignment of reports to a developer, creating the bug triage. We decide the order of bug solve and assign to the developer as per the history record and build the predictive bug report.
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I. INTRODUCTION

The Most open source software developments incorporate an open bug repository that allows both developers and users to post problems encountered with the software, suggest possible enhancements, and comment upon existing bug reports. One potential advantage of an open bug repository is that it may allow more bugs to be identified and solved, improving the quality of the software produced. However, this potential advantage also comes with a significant cost. Each bug that is reported must be triaged to determine if it describes a meaningful new problem or enhancement, and if it does, it must be assigned to an appropriate developer for further handling.

As a means of reducing the time spent triaging, we present an approach for semi-automating one part of the process, the assignment of a developer to a newly received report. This information can help the triage process in two ways: it may allow a triage to process a bug more quickly, and it may allow triages with less overall knowledge of the system to perform bug assignments more correctly.

Our approach is used to triage the bug particular user and assign the bug, also bug reduction so performance of the user, developer are increases reduction order and each attribute is helpful to the prediction. The primary contributions of this paper are as follows:

- We address the problem of data reduction for bug triage.
- We propose a combination approach to addressing the problem of data reduction. This can be viewed as an application of instance selection and feature selection in bug repositories.
- We build a binary classifier to predict the order of applying instance selection and feature selection. To our knowledge, the order of applying instance selection and feature selection has not been investigated in related domains. For that we use Fs->Is and Is->Fs algorithm.

II. PROBLEM STATEMENT

In A time-consuming step of handling software bugs is bug triage, which aims to assign a correct developer to fix a new bug. In traditional software development, new bugs are
manually triaged by an expert developer, i.e., a human triage. Due to the large number of daily bugs and the lack of expertise of all the bugs, manual bug triage is expensive in time cost and low in accuracy. In manual bug triage in Eclipse, percent of bugs are assigned by mistake while the time cost between opening one bug and its first triaging is 19.3 days on average. To avoid the expensive cost of manual bug triage, existing work has proposed an automatic bug triage approach, which applies text classification techniques to predict developers for bug reports. In this approach, a bug report is mapped to a document and a related developer is mapped to the label of the document. Then, bug triage is converted into a problem of text classification and is automatically solved with mature text classification techniques, e.g., Naive Bayes. Based on the results of text classification, a human triager assigns new bugs by incorporating his/her expertise. To improve the accuracy of text classification techniques for bug triage, some further techniques are investigated, e.g., a tossing graph approach and a collaborative filtering approach. However, large-scale and low-quality bug data in bug repositories block the techniques of automatic bug triage.

Since software bug data are a kind of free-form text data (generated by developers), it is necessary to generate well-processed bug data to facilitate the application. In this paper, we address the problem of data reduction for bug triage, i.e., how to reduce the bug data to save the labor cost of developers and improve the quality to facilitate the process of bug triage. Data reduction for bug triage aims to build a small-scale and high-quality set of bug data by removing bug reports and words, which are redundant or non-informative. In our work, we combine existing techniques of instance selection and feature selection to simultaneously reduce the bug dimension and the word dimension. The reduced bug data contain fewer bug reports and fewer words than the original bug data and provide similar information over the original bug data. We evaluate the reduced bug data according to two criteria: the scale of a data set and the accuracy of bug triage. To avoid the bias of a single algorithm, we empirically examine the results of four instance selection algorithms and four feature selection algorithms.

### III. PROPOSED SYSTEM

Since bug triage aims to predict the developers who can fix the bugs, we follow the existing work to remove unfixed bug reports, e.g., the new bug reports or will-not-fix bug reports. Thus, we only choose bug reports, which are fixed and duplicate (based on the items status of bug reports). Moreover, in bug repositories, several developers have only fixed very few bugs. Such inactive developers may not provide sufficient information for predicting correct developers.

System Implementation consist of various parts described as follows:

We are implementing our project by using Java Technology and MySQL database. We are going to implement following modules for achieving our propose system:

- **Assign bug to the developer**
  Is a process to assign a priority to each developer in a bug repository and to rank all the contributions of developers to assist software tasks.

- **Feature selection**
  Feature selection returns a subset of the features. Feature selection techniques are often used in domains where there are many features and comparatively few samples (or data points). Remove the certain bug reports and word from the bug report.

- **Instance selection**
  Is to obtain a subset of relevant instances is a technique to reduce the number of instances by removing noisy and redundant instances.

---

**Disadvantages:**

We present the problem of data reduction for bug triage. This problem aims to augment the data set of bug triage in two aspects, namely

- a) To simultaneously reduce the scales of the bug dimension and the word dimension.
- b) To improve the accuracy of bug triage.

We propose a combination approach to addressing the problem of data reduction. This can be viewed as an application of instance selection and feature selection in bug repositories.

We build a binary classifier to predict the order of applying instance selection and feature selection. To our knowledge, the order of applying instance selection and feature selection has not been investigated in related domains.

---

**Fig 1:** System Architecture
IV. ALGORITHM

Data reduction based on FS→IS

INPUT:
- Training set T with n words and m bug report
- Reduction order feature selection then instance selection
- final number nf of words
- final number mI of bug reports

OUTPUT:
Reduce dataset TFI for bug triage.

Step1
- Apply FS to n words of T and calculate objective values for all the words

Step2
- Select the top nF words of T and generate a training set T F

Step3
- apply IS to mI bug reports of T F

Step4
- terminate IS when the number of bug reports is equal to
- or less than mI and generate the final training set T FI

Where
- F=Feature selection
- I=Instance selection
- TFI=final data after feature and instance selection

V. CONCLUSION

In this paper, we have presented an approach to the assignment of a bug report to a developer with the appropriate expertise to resolve the report we combine feature selection with instance selection to reduce the scale of bug data sets as well as improve the data quality. To determine the order of applying instance selection and feature selection for a new bug data set, we extract attributes of each bug data set and train a predictive model based on historical data sets. We believe that our approach shows promise for improving the bug assignment problem for open source software developments.
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